# Database Operations using MySql in Python

What is Data?

Data is a collection of a distinct small unit of information. It can be used in a variety of forms like text, numbers, media, bytes, etc. it can be stored in pieces of paper or electronic memory, etc.

What is Database?

A **database** is an organized collection of data, so that it can be easily accessed and managed.

You can organize data into tables, rows, columns, and index it to make it easier to find relevant information.

The **main purpose** of the database is to operate a large amount of information by storing, retrieving, and managing data.

There are many **databases available** like MySQL, Sybase, Oracle, MongoDB, Informix, PostgreSQL, SQL Server, etc.

Modern databases are managed by the database management system (DBMS).

**SQL** or Structured Query Language is used to operate on the data stored in a database. SQL depends on relational algebra and tuple relational calculus.

A cylindrical structure is used to display the image of a database.
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## RDBMS (Relational Database Management System)

The word RDBMS is termed as 'Relational Database Management System.' It is represented as a table that contains rows and column.

RDBMS is based on the Relational model; it was introduced by E. F. Codd.

**A relational database contains the following components:**

* Table
* Record/ Tuple
* Field/Column name /Attribute
* Instance
* Schema
* Keys

An RDBMS is a tabular DBMS that maintains the security, integrity, accuracy, and consistency of the data.

1. Steps to create database:

Create database <dbname>

1. Enter the database: use database
2. Create table:

**CREATE** **TABLE** People(

    id **int** NOT NULL AUTO\_INCREMENT,

**name** **varchar**(45) NOT NULL,

    occupation **varchar**(35) NOT NULL,

    age **int**,

**PRIMARY** **KEY** (id)

);

1. Insert recoreds in a table:

**INSERT** **INTO** People (id, **name**, occupation, age)

**VALUES** (101, 'Peter', 'Engineer', 32);

(or)

**INSERT** **INTO** People **VALUES**

(102, 'Joseph', 'Developer', 30),

(103, 'Mike', 'Leader', 28),

(104, 'Stephen', 'Scientist', 45);

(or)

**INSERT** **INTO** People (**name**, occupation)

**VALUES** ('Stephen', 'Scientist'), ('Bob', 'Actor');

1. To see records of the table:

**SELECT** \* **FROM** People;

![MySQL INSERT Statement](data:image/png;base64,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)

In Python, We can use the following modules to communicate with MySQL.

* MySQL Connector Python
* PyMySQL
* MySQLDB
* MySqlClient
* OurSQL

You can choose any of the above modules as per your requirements. The way of accessing the MySQL database remains the same. I recommend you to use any of the following two modules:-

1. **MySQL Connector Python**
2. **PyMySQL**

**Advantages and benefits of MySQL Connector Python: –**

* MySQL Connector Python is written in pure Python, and it is self-sufficient to execute database queries through Python.
* It is an official Oracle-supported driver to work with MySQL and Python.
* It is Python 3 compatible, actively maintained.

## How to connect MySQL database in Python?

### Arguments required to connect

You need to know the following detail of the MySQL server to perform the connection from Python.

| **Argument** | **Description** |
| --- | --- |
| **Username** | The username that you use to work with MySQL Server. The default username for the MySQL database is a **root**. |
| **Password** | Password is given by the user at the time of installing the MySQL server. If you are using root then you won’t need the password. |
| **Host name** | The server name or Ip address on which MySQL is running. if you are running on localhost, then you can use **localhost** or its IP 127.0.0.0 |
| **Database name** | The name of the database to which you want to connect and perform the operations. |

How to Connect to MySQL Database in Python

1. **Install MySQL connector module**

Use the pip command to install MySQL connector Python.  
pip install mysql-connector-python

1. **Import MySQL connector module**

Import using a import mysql.connector statement so you can use this module’s methods to communicate with the MySQL database.

1. **Use the connect() method**

Use the connect() method of the MySQL Connector class with the required arguments to connect MySQL. It would return a MySQLConnection object if the connection established successfully

1. **Use the cursor() method**

Use the cursor() method of a MySQLConnection object to create a cursor object to perform various SQL operations.

1. **Use the execute() method**

The execute() methods run the SQL query and return the result.

1. **Extract result using fetchall()**

Use cursor.fetchall() or fetchone() or fetchmany() to read query result.

1. **Close cursor and connection objects**

use cursor.clsoe() and connection.clsoe() method to close open connections after your work completes

**Program to connect to mysql using ‘pymysql’ module:**

Example 1:

'''

    1. Download the pymysql module

    2. Go to your command prompt

    3. Type the following command: pip install pymysql

    4. Module will be downloaded and installed

'''

# Prog to connect to mysql database using the module 'pymysql'

import pymysql

# connect() fun to get connected to mysql db

con = pymysql.connect(host='localhost', user='root', password='root', db='mydb1')

print("Connection success...")

# create a cursor to access the table

cur = con.cursor()

print("Cursor create success")

# prepare the query

query = "select \* from student"

# execute the query

cur.execute(query)

print("query execution success")

# get the data to a variable

# function fetchall() gets the resultset(executed query rows)

data = cur.fetchall()

# print the resultset

for i in data:

    print(i)

**Program to connect to MySql Database using module**

**‘mysql-connector-python’:**

Example 2:

import mysql.connector

from mysql.connector import Error

try:

    connection = mysql.connector.connect(host='localhost',

                                         database='mydb1',

                                         user='root',

                                         password='root')

    if connection.is\_connected():

        db\_Info = connection.get\_server\_info()

        print("Connected to MySQL Server version ", db\_Info)

        cursor = connection.cursor()

        cursor.execute("select database();")

        record = cursor.fetchone()

        print("You're connected to database: ", record)

except Error as e:

    print("Error while connecting to MySQL", e)

finally:

    if connection.is\_connected():

        cursor.close()

        connection.close()

        print("MySQL connection is closed")

## Create MySQL table from Python:

## Example 3:

import mysql.connector

try:

    connection = mysql.connector.connect(host='localhost',

                                         database='mydb1',

                                         user='root',

                                         password='root')

    mySql\_Create\_Table\_Query = """CREATE TABLE Laptop (

                             Id int(11) NOT NULL,

                             Name varchar(250) NOT NULL,

                             Price float NOT NULL,

                             Purchase\_date Date NOT NULL,

                             PRIMARY KEY (Id)) """

    cursor = connection.cursor()

    result = cursor.execute(mySql\_Create\_Table\_Query)

    print("Laptop Table created successfully ")

except mysql.connector.Error as error:

    print("Failed to create table in MySQL: {}".format(error))

finally:

    if connection.is\_connected():

        cursor.close()

        connection.close()

        print("MySQL connection is closed")

## Use Python Variables in a MySQL Insert Query

## Example 4:

import mysql.connector

def insert\_varibles\_into\_table(id, name, price, purchase\_date):

    try:

        connection = mysql.connector.connect(host='localhost',

                                             database='mydb1',

                                             user='root',

                                             password='root')

        cursor = connection.cursor()

        mySql\_insert\_query = """INSERT INTO Laptop (Id, Name, Price, Purchase\_date)

                                VALUES (%s, %s, %s, %s) """

        record = (id, name, price, purchase\_date)

        cursor.execute(mySql\_insert\_query, record)

        connection.commit()

        print("Record inserted successfully into Laptop table")

        if connection.is\_connected():

            cursor.close()

            connection.close()

            print("MySQL connection is closed")

    except mysql.connector.Error as error:

        print("Failed to insert into MySQL table {}".format(error))

insert\_varibles\_into\_table(2, 'Lenovo Think Pad', 6999, '2020-04-14')

insert\_varibles\_into\_table(3, 'MacBook Pro', 2499, '2022-06-20')

## Insert multiple rows into MySQL table using the cursor’s executemany() function:

## Example 5:

# if you want to insert multiple rows into a table in a single insert query from the Python application. Use the cursor’s executemany() function to insert multiple records into a table.

import mysql.connector

try:

    connection = mysql.connector.connect(host='localhost',

                                         database='mydb1',

                                         user='root',

                                         password='root')

    mySql\_insert\_query = """INSERT INTO Laptop (Id, Name, Price, Purchase\_date)

                           VALUES (%s, %s, %s, %s) """

    records\_to\_insert = [(4, 'HP Pavilion Power', 1999, '2019-01-11'),

                         (5, 'MSI WS75 9TL-496', 5799, '2019-02-27'),

                         (6, 'Microsoft Surface', 2330, '2019-07-23')]

    cursor = connection.cursor()

    cursor.executemany(mySql\_insert\_query, records\_to\_insert)

    connection.commit()

    print(cursor.rowcount, "Record inserted successfully into Laptop table")

except mysql.connector.Error as error:

    print("Failed to insert record into MySQL table {}".format(error))

finally:

    if connection.is\_connected():

        cursor.close()

        connection.close()

        print("MySQL connection is closed")

## Insert timestamp and DateTime into a MySQL table using Python

Example 6:

from datetime import datetime

import mysql.connector

try:

    connection = mysql.connector.connect(host='localhost',

                                         database='mydb1',

                                         user='root',

                                         password='root')

    mySql\_insert\_query = """INSERT INTO Laptop (Id, Name, Price, Purchase\_date)

                            VALUES (%s, %s, %s, %s) """

    cursor = connection.cursor()

    current\_Date = datetime.now()

    # convert date in the format you want

    formatted\_date = current\_Date.strftime('%Y-%m-%d %H:%M:%S')

    insert\_tuple = (7, 'Acer Predator Triton', 2435, current\_Date)

    result = cursor.execute(mySql\_insert\_query, insert\_tuple)

    connection.commit()

    print("Date Record inserted successfully")

except mysql.connector.Error as error:

    connection.rollback()

    print("Failed to insert into MySQL table {}".format(error))

finally:

    if connection.is\_connected():

        cursor.close()

        connection.close()

        print("MySQL connection is closed")

**Database Transaction**

The database transaction represents a **single unit of work**. Any operation which modifies the state of the MySQL database is a transaction. Let see in detail what is database transaction. For example, take a sample of a Bank amount transfer, which involves two significant transactions.

* Withdrawal of money from account A
* Deposit Money to Account B

If the first Transaction is executed successfully but the second failed, in this case, we need to re-deposit money back to account A. To manage such instances, we need transaction management.

**ACID properties**:

We can study transaction management well. ACID stands for Atomicity, Consistency, isolation, and durability.

* **Atomicity**: means all or nothing. Either all transactions are successful or none. You can group SQL statements as one logical unit, and if any query fails, the whole transaction fails.
* **Consistency**: It ensures that the database remains in a consistent state after performing a transaction.
* **Isolation**: It ensures that the transaction is isolated from other transactions.
* **Durability**: It means once a transaction has been committed, it persists in the database irrespective of power loss, error, or restart system.

## Python MySQL Commit(), rollback() and setAutoCommit() to manage transactions:

Please follow the below steps to manage MySQL transactions in Python: –

* **Create MySQL database connections in Python.**
* Prepare the SQL queries that you want to run as a part of a transaction. For example, we can combine two SQL queries (withdrawal money and deposit money query) in a single transaction.
* Set an auto-commit property of MySQL connection to false.
* Execute all queries one by one using the cursor.execute()
* If all queries execute successfully, commit the changes to the database
* If one of the queries failed to execute, then rollback all the changes.
* Catch any SQL exceptions that may occur during this process
* Close the cursor object and MySQL database connection

### **Methods to manage MySQL Database Transactions in Python**

Python MySQL Connector provides the following method to manage database transactions.

* commit(): MySQLConnection.commit() method sends a COMMIT statement to the MySQL server, committing the current transaction. After the successful execution of a query make changes persistent into a database using the commit() of a connection class.
* rollback(): MySQLConnection.rollback revert the changes made by the current transaction. When one of the transactions fails to execute, and you want to revert or undo all your changes, call a rollback method of MySQL connection object.
* autoCommit() : MySQLConnection.autocommitvalue can be as True or False to enable or disable the auto-commit feature of MySQL. By default, its value is False.

![python MySQL transaction management using commit and rollback](data:image/png;base64,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)

### **Python example to manage MySQL transactions using commit and rollback:**

Note: Create ‘account\_A’ and ‘account\_B’ and insert records into these tables before executing this program.

Example 7:

import mysql.connector

try:

    conn = mysql.connector.connect(host='localhost',

                                   database='mydb1',

                                   user='root',

                                   password='root')

    conn.autocommit = False

    cursor = conn.cursor()

    # withdraw from account A

    sql\_update\_query = """Update account\_A set balance = 1000 where id = 1"""

    cursor.execute(sql\_update\_query)

    # Deposit to account B

    sql\_update\_query = """Update account\_B set balance = 1500 where id = 2"""

    cursor.execute(sql\_update\_query)

    print("Record Updated successfully ")

    # Commit your changes

    conn.commit()

except mysql.connector.Error as error:

    print("Failed to update record to database rollback: {}".format(error))

    # reverting changes because of exception

    conn.rollback()

finally:

    # closing database connection.

    if conn.is\_connected():

        cursor.close()

        conn.close()

        print("connection is closed")